# Exercise: Polymorphism and Abstraction

Please, submit your source code solutions for the described problems to the [Judge System](https://alpha.judge.softuni.org/contests/polymorphism-and-abstraction-exercise/1943).

## Vehicle

Create an **abstract class called** Vehicle that should have abstract methods drive and refuel. Create **2 vehicles** that **inherit the** Vehicle class (a Car and a Truck) and simulate **driving** and **refueling** them. Car and Truck both receive fuel\_quantity and fuel\_consumption in liters per **km** upon initialization. They both can be driven a given **distance**: drive(distance) and refueled with a given amount of fuel: refuel(fuel). It is summer, so both vehicles use air conditioners, and their fuel consumption per **km** when **driving** is **increased by 0.9 liters** for the **car** and **1.6 liters** for the **truck**. Also, the Truck has a tiny hole in its tank, and when it is refueled, it keeps only **95% of the given fuel**. The car has no problems and adds all the given fuel to its tank. If a vehicle **cannot travel** the given distance, its fuel **does not change**.

***Note: Submit all your classes and imports in the judge system***

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| car = Car(20, 5)  car.drive(3)  print(car.fuel\_quantity)  car.refuel(10)  print(car.fuel\_quantity) | 2.299999999999997  12.299999999999997 |
| truck = Truck(100, 15)  truck.drive(5)  print(truck.fuel\_quantity)  truck.refuel(50)  print(truck.fuel\_quantity) | 17.0  64.5 |

## Groups

Create a class called **Person**. Upon initialization, it will receive a **name** (str) and a **surname** (str). Implement the needed **magic methods** so that:

* Each person could be represented by their **names, separated by a single space**.
* When you concatenate two people, you should return a **new instance** of a person who will take **the first name from the first person and the surname from the second person**.

Create another class called **Group**. Upon initialization, it should receive a **name** (str) and **people** (list of Person instances). Implement the needed **magic methods** so that:

* When you access the **length of a group instance**, you should receive the **total number of people** in the group.
* When you **concatenate two groups**, you should return a **new instance** of a group which will have a name-string in the format **"{first\_name} {second\_name}"** and **all the people** in the two groups will participate in the new one too.
* Each group should be represented in the format **"Group {name} with members {members' names separated by comma and space}"**
* You could **iterate over a group**, and **each person** (element of the group) should be represented in the format **"Person {index}: {person's name}"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| p0 = Person('Aliko', 'Dangote')  p1 = Person('Bill', 'Gates')  p2 = Person('Warren', 'Buffet')  p3 = Person('Elon', 'Musk')  p4 = p2 + p3  first\_group = Group('\_\_VIP\_\_', [p0, p1, p2])  second\_group = Group('Special', [p3, p4])  third\_group = first\_group + second\_group  print(len(first\_group))  print(second\_group)  print(third\_group[0])  for person in third\_group:  print(person) | 3  Group Special with members Elon Musk, Warren Musk  Person 0: Aliko Dangote  Person 0: Aliko Dangote  Person 1: Bill Gates  Person 2: Warren Buffet  Person 3: Elon Musk  Person 4: Warren Musk |

## Account

Create a single class called **Account**. Upon initialization, it should receive an **owner** (str) and a starting **amount** (int, **optional**, 0 by default). It should also have an attribute called **\_transactions** (**empty list**). Create the following **methods**:

* **handle\_transaction(transaction\_amount)**
  + If the balance becomes **less than zero**, raise **ValueError** with the message **"sorry cannot go in debt!"** and **break the transaction**.
  + Otherwise, **complete it**, **save it,** and **return** a message **"New balance: {account\_balance}"**
* **add\_transaction(amount)**
  + if the amount is **not an integer**, raise **ValueError** with the message **"please use int for amount"**.
  + Otherwise, **check what the balance will be with the new transaction**
    - If the balance becomes **less than zero**, raise **ValueError** with the message **"sorry cannot go in debt!"** and **break the transaction**.
    - Otherwise, **complete it** and **return** a message **"New balance: {account\_balance}"**
* **balance()** - a property that returns the **sum** between the **amount** and all the **transactions**

Implement the correct **magic methods** so the code in the example below works properly:

* When you **print** an account instance, the output should be in the format **"Account of {owner} with starting amount: {amount}"**.
* When you print a **representational string** of an account instance, the output should be in the format **"Account({owner}, {amount})"**.
* When you access the **length of an account instance**, you should receive the **total number of transactions** made.
* You should **iterate over** an account instance and **receive each transaction** as a result.
* You should be able to **reverse the order of transactions** by reversing an account instance.
* You should be able to **compare** **(>, <, >=, <=, ==, !=)** two account instances **by their** **balance amount**.
* When you **concatenate two accounts**, you should return a **new account** with a **name-string** in the format **"{first\_owner}&{second\_owner}"** and the **starting amount** - the sum between their two. Both their transactions should be added to the new account.

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| acc = Account('bob', 10)  acc2 = Account('john')  print(acc)  print(repr(acc))  acc.add\_transaction(20)  acc.add\_transaction(-20)  acc.add\_transaction(30)  print(acc.balance)  print(len(acc))  for transaction in acc:  print(transaction)  print(acc[1])  print(list(reversed(acc)))  acc2.add\_transaction(10)  acc2.add\_transaction(60)  print(acc > acc2)  print(acc >= acc2)  print(acc < acc2)  print(acc <= acc2)  print(acc == acc2)  print(acc != acc2)  acc3 = acc + acc2  print(acc3)  print(acc3.\_transactions) | Account of bob with starting amount: 10  Account(bob, 10)  40  3  20  -20  30  -20  [30, -20, 20]  False  False  True  True  False  True  Account of bob&john with starting amount: 10  [20, -20, 30, 10, 60] |

## Wild Farm

Create the following project structure:

![](data:image/png;base64,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)

Your task is to create a class **hierarchy** like the one described below. The Animal,Bird,Mammal, and Food classes should be abstract:

In the **food.py** file, implement the following classes:

* Food - the class should be **abstract** and should receive quantity (int) upon **initialization**
* Vegetable, Fruit, Meat, and Seed classes should **inherit** from the Food class

In the **animal.py** file, implement the following classes:

* Animal - the class should be **abstract** and should have the following attributes:
  + name (string) - passed upon **initialization**
  + weight (float) - passed upon **initialization**
  + food\_eaten - 0 by default
* Bird - should **inherit** from the **Animal** class. The class should be **abstract** and should have wing\_size (float) as an additional attribute passed upon initialization.
* Mammal - should **inherit** from the **Animal** class. The class should be **abstract** and should have living\_region (str) as an additional attribute passed upon initialization.

In the **birds.py** file, implement the following classes:

* Owl
* Hen

In the **mammals.py** file, implement the following classes:

* Mouse
* Dog
* Cat
* Tiger

All **animals** also can ask for food by producing a sound. Create a make\_sound() method that returns the sound:

* Owl - **"Hoot Hoot"**
* Hen - **"Cluck"**
* Mouse - **"Squeak"**
* Dog - **"Woof!"**
* Cat - **"Meow"**
* Tiger - **"ROAR!!!"**

Now use the classes that you have created to instantiate some animals and feed them. Add method feed(food) where the food will be an instance of some food classes.

**Animals** will only eat a specific type of food, as follows:

* Hens eat **everything**
* Mice eat **vegetables** and **fruits**
* Cats eat **vegetables** and **meat**
* Tigers, Dogs, and Owls eat only **meat**

If you try to give an animal a **different type** of food, it will not eat it, and you should return:

* **"{AnimalType} does not eat {FoodType}!"**

The weight of an animal will increase with every piece of food it eats, as follows:

* Hen - **0.35**
* Owl - **0.25**
* Mouse - **0.10**
* Cat - **0.30**
* Dog - **0.40**
* Tiger - **1.00**

Override the \_\_repr\_\_() method to print the information about an animal in the formats:

* Birds - "{AnimalType} [{AnimalName}, {WingSize}, {AnimalWeight}, {FoodEaten}]"
* Mammals - "{AnimalType} [{AnimalName}, {AnimalWeight}, {AnimalLivingRegion}, {FoodEaten}]"

***Note: Submit all your classes and your imports in the judge system***

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| owl = Owl("Pip", 10, 10)  print(owl)  meat = Meat(4)  print(owl.make\_sound())  owl.feed(meat)  veg = Vegetable(1)  print(owl.feed(veg))  print(owl) | Owl [Pip, 10, 10, 0]  Hoot Hoot  Owl does not eat Vegetable!  Owl [Pip, 10, 11.0, 4] |
| hen = Hen("Harry", 10, 10)  veg = Vegetable(3)  fruit = Fruit(5)  meat = Meat(1)  print(hen)  print(hen.make\_sound())  hen.feed(veg)  hen.feed(fruit)  hen.feed(meat)  print(hen) | Hen [Harry, 10, 10, 0]  Cluck  Hen [Harry, 10, 13.15, 9] |

## Animals

Your task is to create a class **hierarchy** like the one described below. Submit in judge a **zip file** named **project**, containing a **separate file for each of the classes**.

The **Animal** class (**abstract**) should take, attributes, a **name**, an **age**, and a **gender**. It should **have 2 methods**: **repr()** and **make\_sound()**.

The **Dog** class should **inherit** and **implement** the **Animal** class. Its **repr()** method should return **"This is {name}. {name} is a {age} year old {gender} {class}"**. The dog sound is **"Woof!"**.

The **Cat** class should **inherit** and **implement** the **Animal** class. Its **repr()** method should **return "This is {name}. {name} is a {age} year old {gender} {class}"**. The cat sounds, **"Meow meow!"**.

The **Kitten** class should **inherit** and **implement** the **Cat** class. Its gender is **"Female"**, and its sound is **"Meow"**.

The **Tomcat** class should **inherit** and **implement** the **Cat** class. Its gender is **"Male"**, and its sound is **"Hiss"**.

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| dog = Dog("Rocky", 3, "Male")  print(dog.make\_sound())  print(dog)  tomcat = Tomcat("Tom", 6)  print(tomcat.make\_sound())  print(tomcat) | Woof!  This is Rocky. Rocky is a 3 year old Male Dog  Hiss  This is Tom. Tom is a 6 year old Male Tomcat |
| kitten = Kitten("Kiki", 1)  print(kitten.make\_sound())  print(kitten)  cat = Cat("Johnny", 7, "Male")  print(cat.make\_sound())  print(cat) | Meow  This is Kiki. Kiki is a 1 year old Female Kitten  Meow meow!  This is Johnny. Johnny is a 7 year old Male Cat |

## \*6. Formula 1 Manager

For this task, you will be provided with a **skeleton** that includes all the folders and files you need.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAACgCAIAAAA5P5EcAAAAAXNSR0IArs4c6QAAD8NJREFUeF7tXV9oHMcZ37Mdy6ls2ti18L84bmqpSoMKKX45uyGYQkCXPCgEP4RCRKGcSt8k3Ec/BEMo1EiF9kVXCIj2xYi6alFPJBDsEqIrNLjgc+KzJGO7SbCtNqGu7dS1U1+/2dnd293ZvZ2Z/Tc79y33sJr9vpnZb373zaz2N78rtdttAw+MgEgENogYoy1GgESglFSm+f07f3Yi+pUtfd96+qkD+3ZjjLWMQCqZ5ov7//3bRyuXr/5dy5DhTaWSabqH9ZUXX4gb99WZw0Pzx1aWJwfj1oT+EhHwZJrTp08vLi7eu3fPqQjOoQTKJapO0WVwcrnNj5ilidLhmdUUu9NrVXtA09/fDyg5e/YsxY1zDuX8cdm4YcOBvbvhAyf8XmhZoAh4xvXo0aMObtbX1yl6oATK+W/p0Heeee7ZIfgcGhnm8DLTwNLM4RI57IRACicmoGxiCaqAyci8Cof5Nxyu5NG5al90OVTrYFmpGY2poY4zR6/QpFsE/JnGjRsHMUKZZmDHE7TBga9v54t9Y+qkMQdPcSvTxtS4PY80msNQNjsK+BiaGqnDZWLQrPgmGrgKixvzat04SZyt9Y5Z1K5VRmfb9apRngYbqAyPJCLgn0FoXqEocZ/zt7X+z8+psXMS5VuenjNXtIOTJ6qN1ho1Lx972VzlrraaRnWMDrfHwCwhV80sAkelRpxXF+cb1RO4Qo4KepzrAcsOipWBgQEHPUIN/LXZOv/hZfjAiZAjhYD4UaVpiByYS8TDJ+ERvFaVyzG0+UePHl3/9CZ84ISvQ435RfPZxkwSVlJxPAeHR4zaAl3KrM6crHkNzKvmrGQfgy8fK3tL+DqBVvwRUOEBpzzSGifzC1m7sLlidJYsZcwJiCxffAbkqmHNT3SpC4/j9RG7xFwbj45VcSHMD4loy8T+uRfdVLAFPN2cHBb+Nx14LYzhbCQb9Jh+KmQa8VtYWqiVhw+K+6FHIhEoGmjof2UqTeuBK5EYYCWCEch9ehLsL5orEIGiZRoFQoZdQNAgBoQjgKARDhk6IGgQA8IRQNAIhwwdlHh6Qn5xsYCoXKZBfrH6AFIu03QPmZ9fTClWwJbhJ3+KjYncWw6xNgpnnVimyYNfvDRRqRFiRFqIERrNHmIiJwaanPjF+ApKCNnJGCcGmsz5xR3yr8UADaESU65xndKKbTIyUCYcczcx2WbmBKQNKPIRlV0jwDCRGeYy4x7ZnwDyczJjHruWxEDj8LbcexhEuX8i/OIO+decncKoxBbXuEIiZZOR69VapTRu8pKBQNyYOmXR1btGE9qjVORqAMfLx0RmmctGkHvX/iydsqnRylFAEgMNBDwPfrE9zqFUYptrTAxtMjKwshwOMjlvtnh2RVm5AhbeUQfLXAaPAPeu/Tk4XK75afRRDWd0PUnQOLjJg1+ccrxgrqgYJhl5ZbrM05aXuSzsbjIQ2+05g3Aanb05PA1nYJMwaHz5RvQGxPnFdgvdqcRc/YCvtr0XAkhePpe1VoOuuQmROao6lrks5O6qHpADIOXLhFG9Su568qBJrm9CNXWnEvNURTbIwFqHHAtG1ecxetyiIo+3RoIzjZuJzDCXo92ZHtorZ2BOq7YjR4l/7vEMKdqoEwFtMk3GIe08QXu2C2fci5yaw0yTU+CL3CxmmiKPXk59R9DkFPgiN4ugKfLo5dR3BE1OgS9yswiaIo9eTn3X7enp0pVrz3zzgJs/CoFNQBoyp+FRs1mtMg0gpnXlupqB1qlX+oAGEZMZLjUBTcKIIfyncBXZ7lczG7r8GtJtTUMjmdWapkdp55qAxocSwM2zg9/Yv2/Pvx88+tqWTZs3ppRQexQ0KUUzv9Rptrxz+xNXvuz/2fuf/ORPqz/43aXFlc8EO+RwhM2TGYse7GYTT6/IKRSzuslktuvQrIqwqUFD0Hx129YD+3bdvPuwb9OG/sc2ws9Znb9xRxA0bvPGVGuMZROXStIKxT7dZJPHY0lRGkD/Ul/QVjfQ7B7Y0f/k4K9bX1y7ff/+l4+29W20xn/tmLE+KwWd8vRxU8aYn00c0Qyjmww1W6hZWmharUl1NSMn3UAzeODJ31y49eH6Pfq5efcBBHLf47eNO+8bN6czCipvM45uMhD7miBsC5K3TUtzm7eKXOx0A82Wvr7P//MQQvn83oe/+O47v3ruj/D54bafkuD+L84kFXN03EuVAN1kUD825k+dmjeKgBlDN9A8ePBw19Y+GOHqnt/uu/PzXXd/CZ/S/YtkzDfviznyjLucQnGQbjIsbEZqNeXYwMEB0+2Re9fOHdv3P3326r9+tP3kptt/MDbvNfqeMkpbjMd2GttfNbZ+L2nciNYX+pReIGlk3TLNzX98du2j5o8P7dm0cTMZzwefGqXHjQ1bjf0zLsT4GL6jdA9Cl223UdCIXSFZzhRgCWzFwfkxCt1O7l1oX36pfeHb7bXX2nf+oszd2b8j1OkQ3X1n/rhQQQ5NpqeoTIDXk4yAbtNTkrHBukIigKBBaAhHAEEjHDJ0QNAgBoQjoNtCGDnCwhAQd9Aq0yTM3xOPZo946AMaRExmkNUENDKIof/FDacCxx6DIvCppG5SE9DAXifY3EQ/fHFADWK+OAVZaQIa4Ai7P3CnwBEePXrkyJHyS99/PiQ8qEEsiRtNQOO7+yiOsPYaxE48UqEkawgaDo6w7hrEnu9Q8pRk3UAjwxHWT4PYA5rkKcm6gUZFjrCwiHBsDeLgtUpilGTdQCPDEdZQgzhdSrJuoJHiCGunQeydnkZaRPa8BILE9VlzMw6RQ49DSdbk3ZOzLVd5jrDkU66sWyqUZN0yDR9HWHYIkvFTQIM4JiW5ILRU8W4qyhEWv5FYHqlQkjWZnpJJAVgLXwR0m5747hqtYkUAQRMrfL3pjKDpzXGPddcImljh601n3RbCyBHOAMdaZRoZ/l4GMdauCX1Ag4jJDJyagEZ5xGjFF9YENOIc4cy+ljEbUhFtmiyEc9IR5geEtOKwtCN/34QtNck0vvuO4giDuYc8CzK+RM3XPDp7WpwiS+aXuExMgBlV/fVfZgucksMzrU4P/X5MPR1TRqqYse28/LSkiDnuy6o/Bn041uswZZzPvH3O+by7/MHHN269df7Gm+9df/3MpVdPX3zj3FWmp/Amz1YScp22yTklzrle9dWrpuQQuWZrDxElIq8OUbA9rcvULaLmjBkUuJh6Qf102mGbcMydS5H35XaxO+XcjaszXfqlW6YR4Qjb5FkiEFy2ZDUdsWDCjWxMDZnJp1JrtNbM76dttro43/CKRLP2UGJLEBN9afr9Zs0ODpdrFa4te4FdslJNpdbJT13vy5OTJenDuoEmUY6wl6sbPfVz2nvNBieX2+05g5DrOmL3oW0pQR/WDTQyHOHAETKJwyAIHTx8oPtb9l5l7aGkMXXKWv6ctDJBSLWAHJgimq2Q5mgnWN+1VoPu+COZLxrUpkUC9GHdQCPFEQ4MNyEOG9b8xCYBGOX6iH3VzBCs/ehsvVozhUPHjWPW9MSa2UtZoPCemBxkuuKWKmaaAKVz2sXx1ghRexQ9JBWNdXvkRo4wN3Dk6cO6ZZoicIS7DGtB6MPKPDUn3RHkCEdEVJ4+rMn0xJ2T0TCBCOg2PSUQEqwiKgIImqgI4XUmAggaBIVwBBA0wiFDB90WwsgRzgDTWmUa5fl7GQxoFk3oAxpETBZ4MdvQBDRpIiaMcMlPxHQs+V0yA4BMQ5qApuAc4YKBSRPQSOkIy3zJ0Eef6ck3lpwc4Q7hl+Xp2iUeei8LmTWLWmxT79w5gzN/qEoEDv9+aJJp3DfIoSNMzRvN4bl2G2ToliaG5o/R3x2tGybxCkpAoY4UzBnzLialL5A+iV65NNQRNSZ9CegMcHDou0eg5zi0MLtpk7IzbsCNkOs268vdE9QRjhoXIY6wxQvmpPcGNM1wbKO6F31dGSJwl67qlmlkOcKc9N6wSDoSvdGo4LBQggjcQ6CR4Qhz0nsDotiYXzRZvebmhDEitwp7C+ydC0sL4fNa+IgoQwTuIdBIcYQ56b1sGFmOLdmsQnnBpQXD5gVHJhcVicBdOq3JuyfUEQ4ZY3kicA9lmtQ4wgmydxOsKjKHhRigjnAwFxY5wr7NxVaYzC3Cvi3FgvxsTaYn2W8c+slEQLdHbpkYoI9gBBA0ggFDc22oETiUWUYAM02W0dakLRUXwsjzVRxcymWaNDl4io9FYbqnFmgQMYUAjkKgSRgxhEUVrkrW/Wohhi6/Tqq4pqHR8Km8vvLiC+lESUXN1XTuNLFaFQJNTlrACBphMCk0Pfn6zsHz7X633o0jMxNemWBydXqF4edyBTCGAi9X/aobKQoabp4vZ3wbU60xlkVbKvn4uZy1gVnyxFv+tnO3VBE0IjxfzgDagr6OTDCnX6iZpAJv3GbV8FcRNLI831wi6rCDQWmzCXsFCFPFIqzn0p8sGlURNDI83yxilYACbxbdTL8NFUEjxfOVDpWbn8tfiaQCL38DKluq+MitvBZwKsRblVHi65uKmYaP5+tj2o7SLQD2wfEzA/5Ril1hTOJtgVAjSA/N1lxRnq+8Am+24UurNYWmpwJ903q8qypOTz0+JOrfPoJG/TFSrocIGuWGRP0OIWjUHyPleqjiQhg5wsrBxNsh5TJNwvw9xcNfzO6pBRpETCFQpBBoZBBD/4vrUIHJnxL/Cy7ESCnUSYVAI64FvDRRqRGpsWX4wVBTjVNAR0ihMShcVxRaCItzhNkXh1CyMGaKZOKRXgQUyjS+m4ziCHfoveEbVdxVMlLBTEHnjaU1xXVxcWZBk2TjJyCHvwu1amZZxuASWOhUpRIxOa2XWuL1nnn7nPN5d/mDj2/ceuv8jTffu/76mUuvnr74xrmrTJXsi0MocUljuh38V1y+9Wp5mqoI23K9VPMnwMWunSgDUScwMqxSchrSuq9m6kUr8FXlL3T3inFx9TD8zsVHIspDxUyTAkfYlN2sVTo5iUeuN8CFSngaBtFjtFU8YfCPm6VdCMhWEqu49D4DNYi7CxOrQkxWETSpcIQHJ5eJ/Pg4PGzZz1dRcr0BLlLrBJjlKoYpf06ly3xHoAZxd2HinInJKoImPY4wwADGrdlaNbjlen0uC0vmkAPfqmZnnUggrbUa5eGDxAvkhh1rVoMYLrGFKhKTVQRNKhxhe5ULv3lwAp7Q4fcGVqaNqSGL6QfJB3YT0L/HWyM0HwS5NClBkPyWAvczGlszqT2IZRxc6OBMFWKyio/cynOEI3NLpEEgy7j7BmGFiMkqZho+jnD3gclRqzfbpnMhJkc9XuV6XVGOcPyYsP8soE/v3md/TzsKEZMVmp4iczoaKBIBFacnRUKD3QiLAGSaTzA6GAGhCGCmEQoXGpMI/B9/vKmCFPl4dwAAAABJRU5ErkJggg==)

***Note: You cannot change the folder and file structure and their names!***

### Judge Upload

Create a **zip** file with the **project** **folder** and **upload it** to the judge system.

You do not need to include **in the zip file** your **venv**, **.idea**, **pycache**, and **\_\_MACOSX** (for Mac users), so you do not exceed **the maximum allowed size** of **16.00 KB**.

### Description

You are the F1 manager of the two biggest teams in F1, "Red Bull" and "Mercedes". Your task is to create a program that calculates the revenue after every race for both teams. Your app should have the following structure and functionality.

### 1. Class FormulaTeam

In the **formula\_team.py** file, the class **FormulaTeam** should be implemented. It is a **base class** for any **type of formula team,** and it **should not be able to be instantiated**.

#### Structure

The class should have the following attributes:

* **budget: int**
* An integer that represents the **budget of the team**.
* If the budget is **less than 1 000 000**, raise **ValueError** with the message: **"F1 is an expensive sport, find more sponsors!"**

#### Methods

#### \_\_init\_\_(budget: int)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_revenue\_after\_race(race\_pos: int)

* Each team should be able to calculate their revenue
* Each team has its unique sponsors
  + Sponsors give the team money if they finish in a certain position or better
* Each team has a different amount of expenses

### 2. Class RedBullTeam

In the **red\_bull\_team.py**, the class **RedBullTeam** should be implemented.

#### Methods

#### \_\_init\_\_(budget: int)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_revenue\_after\_race(race\_pos: int)

* Red Bull sponsors:
  + Oracle:
    - 1st place – 1 500 000$
    - 2nd place – 800 000$
  + Honda:
    - 8th place – 20 000$
    - 10th place – 10 000$
* Red Bull expenses per race – 250 000$
* To **calculate the revenue** from the race, **sum the earned money** from the sponsors depending on the position in the race and **subtract the expenses**
* After that, **add the result** to the team's budget and **return** the following message: **"The revenue after the race is { revenue }$. Current budget { current budget }$"**

***Note: Each sponsor gives the money for the best position only. If you are 1st and the sponsor gives money for 1st and 2nd positions, you get the money only for the 1st position!***

### 3. Class MercedesTeam

In the **Mercedes\_team.py**, the class **MercedesTeam** should be implemented.

#### Methods

#### \_\_init\_\_(budget: int)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_revenue\_after\_race(race\_pos: int)

* Mercedes sponsors:
  + Petronas:
    - 1st place – 1 000 000$
    - 3rd place – 500 000$
  + TeamViewer:
    - 5th place – 100 000$
    - 7th place – 50 000$
* Mercedes expenses per race – 200 000$
* To **calculate the revenue** from the race, **sum the earned money** from the sponsors depending on the position in the race and **subtract the expenses**
* After that, **add the result** to the team's budget and **return** the following message: **"The revenue after the race is { revenue }$. Current budget { current budget }$"**

***Note: Each sponsor gives the money for the best position only. If you are 1st and the sponsor gives money for 1st and 2nd positions, you get the money only for the 1st position!***

### 4. Class F1SeasonApp

In the **f1\_season\_app.py** file, the class **F1SeasonApp** should be implemented. It will contain all the functionality of the project.

#### Structure

The class should have the following attributes:

* **red\_bull\_team: RedBullTeam**
  + It should be **set to None on initialization**.
* **mercedes\_team: MercedesTeam**
  + It should be **set to None on initialization**.

#### Methods

#### \_\_init\_\_()

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### register\_team\_for\_season(team\_name: str, budget: int)

* Valid team names: **"Red Bull", "Mercedes"**
* If a **team name is valid**, register the team with the corresponding name and **return** the following message:

**"{ team name } has joined the new F1 season."**

* If a **team name is invalid**, raise **ValueError** with the message: **"Invalid team name!"**

***Note: There won't be a case where a valid team tries to register for a second time.***

#### new\_race\_results(race\_name: str, red\_bull\_pos: int, mercedes\_pos: int)

* If **Red Bull or Mercedes haven't registered yet**, raise an **Exception** with the following message: **"Not all teams have registered for the season."**
* Otherwise, find which team has the better position in the race, calculate every team's revenue, update their budget, and return the following message: **"Red Bull: { Red Bull revenue message }. Mercedes: { Mercedes revenue message }. { team with better position } is ahead at the { race name } race."**
* ***Note: Teams' positions will always be valid.***

## Examples

|  |
| --- |
| **Input** |
| from project.f1\_season\_app import F1SeasonApp  f1\_season = F1SeasonApp()  print(f1\_season.register\_team\_for\_season("Red Bull", 2000000))  print(f1\_season.register\_team\_for\_season("Mercedes", 2500000))  print(f1\_season.new\_race\_results("Nurburgring", 1, 7))  print(f1\_season.new\_race\_results("Silverstone", 10, 1)) |
| **Output** |
| Red Bull has joined the new F1 season.  Mercedes has joined the new F1 season.  Red Bull: The revenue after the race is 1270000$. Current budget 3270000$. Mercedes: The revenue after the race is -150000$. Current budget 2350000$. Red Bull is ahead at the Nurburgring race.  Red Bull: The revenue after the race is -240000$. Current budget 3030000$. Mercedes: The revenue after the race is 900000$. Current budget 3250000$. Mercedes is ahead at the Silverstone race. |

*"Into turn 9, Verstappen stays ahead!..."*